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Abstract: Recently, object detectors based on deep learning have become widely used for vehicle
detection and contributed to drastic improvement in performance measures. However, deep learning
requires much training data, and detection performance notably degrades when the target area
of vehicle detection (the target domain) is different from the training data (the source domain).
To address this problem, we propose an unsupervised domain adaptation (DA) method that does not
require labeled training data, and thus can maintain detection performance in the target domain at a
low cost. We applied Correlation alignment (CORAL) DA and adversarial DA to our region-based
vehicle detector and improved the detection accuracy by over 10% in the target domain. We further
improved adversarial DA by utilizing the reconstruction loss to facilitate learning semantic features.
Our proposed method achieved slightly better performance than the accuracy achieved with the
labeled training data of the target domain. We demonstrated that our improved DA method could
achieve almost the same level of accuracy at a lower cost than non-DA methods with a sufficient
amount of labeled training data of the target domain.

Keywords: vehicle detection; domain adaptation; satellite images; single shot multibox detector
(SSD); adversarial training; CORAL; reconstruction loss

1. Introduction

Recently, vehicle detection methods have been drastically improving due to the use of deep
learning. A current prevalent method uses a region-based detector, which searches possible object
locations based on image features and classifies them by using a convolutional neural network (CNN).
The deep learning method requires adequate training to achieve high levels of accuracy. Although
several large-scale open datasets for vehicle detection have been proposed, the region of interest (RoI)
in practice (the “target domain”) is often different from that in the datasets (the “source domain”).
In such cases, vehicle detection performance in the target domain is notably low because of differences
in image features between the source and target domains. Although the method of Tang et al. [1]
could achieve high accuracy in the source domain (Munich dataset), that method could not address
the image feature difference between the source and the target (collected vehicle dataset) domain; thus,
the accuracy in the target domain was notably lower than the source domain. To achieve a useful
level of accuracy, additional training data are required in the target domain, but adding this step is
quite costly.

Domain adaptation (DA) is a solution used to address this problem. A general objective of DA is
to find the common feature space of source and target domains and align the features in unsupervised
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ways. A conventional approach is distribution matching, where the statistical distance between
examples of the source and target domains are calculated, and a common feature space that minimizes
the distance is identified [2]. For example, a transformation matrix that minimizes the distance between
source and target examples can be calculated, and the features transformed by the matrix are classified
by a classifier such as a support vector machine [3]. Despite its potential benefits, the application of
DA to vehicle detection has not yet been explored.

In this paper, we applied the DA method to a region-based object detector for vehicle detection
and demonstrated that DA methods can significantly improve accuracy in a target domain at a low
cost. Our contributions in this paper are as follows:

(a) We adapted two domain adaptation methods that were originally proposed for image
classification networks to an object detection network and applied Correlation alignment (CORAL)
DA and adversarial DA to our region-based vehicle detector.

(b) We improved adversarial DA by utilizing reconstruction loss to facilitate learning
semantic features.

(c) We demonstrated that our proposed DA method could achieve almost the same accuracy as
the one achieved with adequate labeled training data in the target domain without DA.

(d) We achieved further higher accuracy by combining the DA method with a labeled training
dataset, which would be useful in such a case that labeled dataset cannot achieve desirable high
accuracy due to image complexity of target area.

2. Related Work

2.1. Object Detection by Deep Learning

The simplest deep learning method is known as sliding windows, in which a small window
(bounding box) slides to cover an entire image, and the image patch is classified at every location by
CNN. Although the method can achieve high levels of accuracy by using a small slide step and is easy
to implement, it is time consuming because of the need for redundant computation. A region-based
object detector has been proposed to improve the method. With this revised approach, a region-based
CNN (R-CNN) [4] searches possible object locations (region proposals) based on image features by
using a selective search [5] and classifies them by CNN. Its descendant, Fast R-CNN [6], further
improved the computing speed by utilizing region of interest (RoI) pooling. In Fast R-CNN, a RoI
pooling layer projects region proposals to a feature map that is calculated only once from an entire
input image, and the projected region proposals are classified. Since selective search was still time
consuming owing to the calculation of too many redundant region proposals, Faster R-CNN [7]
improved both the accuracy and computing speed by replacing selective search with a deep learning
method called region proposal network (RPN). However, Faster R-CNN can still be improved because
it separately implements a network of searching object locations and a network of classifying them.
The methods You Only Look Once (YOLO) [8] and Single Shot Multibox Detector (SSD) unified these
networks [9]. They achieved similar or even higher levels of accuracy than Faster R-CNN while
drastically improving computing speed, indicating their potential to process large-scale datasets of
high-resolution satellite images. While Faster R-CNN and YOLO use a single feature map to detect
objects, SSD utilizes multiple feature maps of different scales. While this approach is advantageous to
efficient object detection of different scales, highly semantic features are not sufficiently utilized to
detect small objects because a large feature map at a shallow level is used for detecting small objects,
and such a feature map only retains relatively low-level features (e.g., edge, texture). To address this
problem, feature pyramid network (FPN) [10] was proposed. FPN constructs a pyramid of feature
maps by gradually upsampling the last output feature map of backbone CNN that contains highly
semantic features. Each upsampled feature map in the pyramid and a feature map of the same size at a
shallow level of the backbone CNN are summed. This yields a feature pyramid where each feature
map contains both low-level and semantic features. The FPN utilized this feature pyramid for object
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detection and improved performance. YOLOv3 [11] is an incremental update version of YOLO that
adopts FPN architecture. Recently, a multi-level feature pyramid [12] was proposed. In that, multiple
feature pyramids at multiple semantic levels (shallow, medium, deep) are constructed, feature maps
of the same size from each feature pyramid are concatenated, and finally, obtained feature maps of
different scales are used for object detection. M2Det [12], which is a descendant of SSD, adopted this
multi-level feature pyramid and achieved current state-of-the-art performance.

In this paper, we utilized SSD. We do not have any novelty in terms of object detection architecture.

2.2. Vehicle Detection by Deep Learning

Recent vehicle detection methods employ the above-mentioned deep learning methods.
Chen et al. [13] used sliding windows, and Qu et al. [14] replaced sliding windows with binarized
normed gradients (BING) [15], which searched region proposals based on gradient image features
and improved computing speed drastically while achieving the same level of accuracy as Chen et al.
Tang et al. [1] employed Faster R-CNN for vehicle detection. Although such region-based object
detectors had difficulty in detecting small objects such as vehicles in satellite images, they improved
accuracy by utilizing shallow feature maps of fine resolutions in RPN and adopting a strategy
of separating an input image into small tiles and integrating the detection results of those tiles.
Furthermore, Tang et al. used the real AdaBoost [16] algorithm as a classifier. Adaboost consists
of multiple weak classifiers, and the weights of weak classifiers that misclassified are increased at
every learning iteration. In this way, training examples that are difficult to classify are selected and
used for preferential training to improve accuracy. This approach is called hard example mining
(HEM). Tang et al. achieved high accuracy by using these methods, and another study [17] achieved
high accuracy by YOLO. On the other hand, Mundhenk et al. [18] adopted a simple sliding windows
method with a small sliding step and a large classification network based on GoogleNet [19] and
ResNet [20]. They also proposed a large open dataset with vehicle annotation called the Cars Overhead
with Context (COWC) dataset [21], which also contributed to their achievement of a high performance
of vehicle detection. Zheng et al. [22] augmented the training dataset with synthesized vehicle images
and improved performance. Zhang et al. [23] adopted the YOLOv3 framework and proposed a
scene-adaptive feature map fusion algorithm for effective vehicle detection in video data.

Although the vehicle detection method has been improved drastically, detection performance
notably degrades when a detector is applied to different area than the training data. Tang et al. [1]
evaluated the performance of their method in their source domain (Munich dataset) and target domain
(collected vehicle dataset) datasets. Although the model of Tang et al. kept the best accuracy in the
target domain among methods—including their competitors, because the CNN-based method of Tang
et al. exceled conventional object detectors in generalization ability—the accuracy in the target domain
was notably lower than the source domain. This performance gap derived from the image feature
differences between the source and target domains could not be addressed by the enhanced RPN or
HEM process. Simply, traditional image processing techniques [24] such as histogram matching have
been used to mitigate the problems caused by any difference of data distribution. This methodology is
indeed effective and sometimes powerful enough for a simple task such as pixelwise classification.
Kwan et al. [25] demonstrated that their pixelwise cloud and shadow detection method for Landsat
images could also achieve high performance in Worldview images of the same area after applying
simple histogram matching. In deep learning, training data are often augmented by changing the
image size, brightness, and color space randomly, which is called data augmentation [26] and is widely
utilized to enhance robustness to any difference of data distribution. However, data augmentation is
insufficient when image features are intensely different at the level of geometric structure, which is
critical in object detection tasks. In the case of Tang et al., two different datasets were from different
regions and had intensely different features, which caused severe performance degradation. The
data augmentation method of Zheng et al. [22] would not solve this problem either, because their
method only replaced existing vehicles with synthesized vehicle images in the same training dataset
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and did not enhance the background features that would be significantly different in a different
area. The method of Zhang et al. [23] is expected to be relatively robust to image feature difference
because their YOLOv3-based architecture includes FPN as a component, and FPN effectively captures
semantic features that would be robust to low-level image feature differences. However, this is not a
direct solution, and thus, it would not fully solve the problem (We will confirm this by using M2Det
architecture in Section 4.6). Additional labeled training data can compensate for the performance
degradation; however, this approach is costly and thus often infeasible for practical applications.
A solution is needed to address this problem at a small or at least more reasonable cost.

In this paper, we utilized SSD for vehicle detection. Although we made an original configuration
of SSD suitable to our experimental settings, many papers have already used region-based detectors
similar to SSD thus we do not have novelty.

2.3. Domain Adaptation

DA, a special case of transfer learning, is one solution proposed to address the previously described
problems. The objective of transfer learning is to utilize knowledge learned in one task for another
task [2]. Whereas tasks can be different in transfer learning, they must be the same in DA. One example
is an object detection task in RGB and depth images. In this case, the tasks are the same (object
detection), but the data distributions are different (RGB and depth images)—that is, they have different
domains. In a DA problem, there are labeled training data in one domain (the source domain), whereas
there are no labeled data in the other domain (the target domain). The objective of DA is to improve
performance when a model trained on a source domain is applied to a target domain. In this study,
we explored improving the accuracy in a RoI (target domain) using a vehicle detector trained on
labeled data (source domain), which corresponds to a DA problem.

A general objective of DA is to find a common feature space of the source and target domains and
align their features in an unsupervised way. Typically, this is achieved by calculating the statistical
distance between source and target domain examples and encoding the examples so that the distance
is minimized. Maximum mean discrepancy (MMD) [27] is a popular criterion for this calculation. It is
the distance between averages of examples from each domain. For strong representation ability, data
are projected to a high-dimensional space called the reproducing kernel Hilbert space. A distance in
this space can be easily obtained without calculating the actual values of projected data in the space
thanks to the use of the kernel trick. A different method, correlation alignment (CORAL) [28], simply
calculates a distance between the covariance matrices of two domains and minimizes the distance.

Currently, DA methods in deep learning are being extensively studied. The distribution-matching
methods discussed above are being extended for deep learning by embedding a distance term in the
loss function. Deep domain confusion (DDC) [29] and deep adaptation networks (DAN) [30] are
based on MMD, and deep CORAL [31] is based on CORAL. Recently, a promising method called
adversarial training was proposed [2]. In adversarial training, a domain discriminator is trained
to discriminate features of two different domains, whereas feature extractors are trained to extract
features that are undistinguishable by the domain discriminator. Alternating between these adversarial
training steps determines an equilibrium where features of two domains are aligned. Tzeng et al. [32]
introduced a loss function such that the classification results of a domain discriminator converged to a
uniform distribution. Domain-adversarial neural networks (DANN) [33] employed a gradient reversal
layer, in which reversed gradients propagated from a domain discriminator to learn features that
are undistinguishable by the domain discriminator. Adversarial discriminative domain adaptation
(ADDA) [34] introduced generative adversarial network (GAN) [35] loss, which inverted domain
labels during training. The GAN loss stabilized and facilitated training.

In the remote sensing context, Matasci et al. [3] explored the application of transfer component
analysis (TCA) [36] to land classification. They calculated a transformation matrix such that an
MMD distance between examples of two domains was minimized, encoded features of the domains
with the matrix, and classified them by a support vector machine (SVM). Garea et al. [37] stacked
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two TCA matrices and used them as a network for land classification in hyperspectral images.
However, their experimental settings are not very challenging because the selected source and target
domain area are very close, and there are only small feature differences between the two domains.
Bejiga et al. [38] adopted a promising adversarial training framework; however, their method could
be improved by using GAN loss [35] instead of gradient reversal layer because [34] reported better
results than [33]. Rostami et al. [39] incorporated Sliced Wasserstein Distance (SWD) [40] with the
classic distribution-matching method to deal with feature differences between electro-optical (EO)
and synthetic aperture radar (SAR) images. While SWD is a good metric of distance of probability
distribution, it is unclear whether SWD is superior to other metrics such as MMD and CORAL as
a metric of distance of image features. Benjdira et al. [41] tried to synthesize a target-domain-like
training dataset from a source domain dataset utilizing a recent style transfer network [42]. However,
their adaptation was insufficient because they could only adapt color space according to their result.
Hoffman et al. [43] achieved full adaptation where not only color space but textures are translated
while preserving semantic labels in datasets of hand-written numbers and urban street view. However,
this method seems not to be directly applicable to high-resolution satellite (HRS) images, because HRS
images have further detailed and complicated features. Despite its potential benefit, applications of
DA to vehicle detection have not been explored.

In this paper, we propose DA methods based on deep CORAL and ADDA. Our contribution
is twofold: (1) we adapted two DA methods that were originally proposed for image classification
networks to an object detection network and applied Correlation alignment (CORAL) DA and
adversarial DA to our region-based vehicle detector, and (2) we propose a novel DA method of
combining adversarial DA and image reconstruction and demonstrate its effectiveness.

3. Methodology

3.1. Vehicle Detection Method

We adopted a region-based object detector for vehicle detection because it is advantageous in
terms of both high accuracy and fast computation speed. Specifically, we employed SSD [9] because
it has the highest reported accuracy among the well-known region-based detectors, Faster R-CNN,
YOLO, and SSD.

The SSD architecture is shown in Figure 1. The network is based on VGG-16, which is a commonly
applied architecture proposed by the visual geometry group (VGG) [44]. SSD detects objects based
on default boxes that are set at every pixel position in feature maps. Default boxes at one position
comprise a square and rectangles of several different aspect ratios, and they are sized according to
default box sizes that define the object sizes to be detected. A default box size is determined for each
feature map independently. SSD detects objects through convoluting a local 3 × 3 patch at every pixel
position of each feature map and predicting object locations expressed by differences from default
boxes (offset and scale) and class confidences. In training, default boxes that have overlaps called IoUs
(intersection over unions) with bounding boxes of ground truth objects over a specified threshold are
regarded as positive examples, and those whose overlaps are under the threshold are regarded as
negative examples. We adopted the threshold value of the original paper (0.5), which is a commonly
used neutral value.

We set 300 × 300 pixels as the input size. As shown in Figure 1, larger feature maps are used to
detect smaller objects, and smaller feature maps are used to detect larger objects. We set 24, 30, 90,
150, 210, 270, and 330 pixels as the default box sizes of each feature map. The default box size of the
shallowest feature map is determined to fit the vehicle sizes in the images that we used (0.3 m/pixel
resolution). Note that vehicles always appeared in similar sizes in the images, so only the shallowest
feature map worked for vehicle detection. SSD originally applies data augmentation techniques to
input images to enhance robustness to image condition (e.g., brightness, color space). While the
original SSD adopts brightness and color augmentation, random resizing, random cropping, and
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random horizontal flipping, we applied only brightness and color augmentation. This was because the
images that we used in this paper were overhead imagery of the same resolution (see Section 4.1); thus,
the other augmentation methods seemed not to be quite effective.
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3.2. Domain Adaptation Method

We designed and evaluated two domain adaptation methods: CORAL DA and adversarial DA
as baseline methods. We designed CORAL DA based on deep CORAL [31] because it is simple and
the original paper reported promising results as compared to other distribution-matching methods.
We also designed adversarial DA based on ADDA [34] because ADDA employed effective GAN loss
and reported a better result than its competitors.

The overall algorithm of CORAL DA is described in Figure 2.

Remote Sens. 2020, 12, x FOR PEER REVIEW 6 of 24 

 

 

Figure 1. Single Shot Multibox Detector (SSD) architecture. 

3.2. Domain Adaptation Method 

We designed and evaluated two domain adaptation methods: CORAL DA and adversarial DA 
as baseline methods. We designed CORAL DA based on deep CORAL [31] because it is simple and 
the original paper reported promising results as compared to other distribution-matching methods. 
We also designed adversarial DA based on ADDA [34] because ADDA employed effective GAN loss 
and reported a better result than its competitors. 

The overall algorithm of CORAL DA is described in Figure 2. 

 
Figure 2. Overview of Correlation alignment (CORAL) domain adaptation (DA). 

In CORAL DA, CORAL loss is embedded into a loss function, which is defined as follows: 𝐿ைோ = 14𝑑ଶ ‖𝐶ௌ − 𝐶்‖ிଶ  (1) 

where ‖·‖ிଶ  denotes the squared matrix Frobenius norm, d is a dimension of an example, and 𝐶ௌ 
and 𝐶ி are covariance matrices of the source and target examples (extracted features), respectively. 
Covariance matrices are calculated from examples in each iteration by the following formulations: 

𝐶ௌ = 1𝑛ௌ − 1 ൭𝐷ௌୃ 𝐷ௌ − 1𝑛ௌ (𝟏ୃ𝐷ௌ)ୃ(𝟏ୃ𝐷ௌ)൱ (2) 

Figure 2. Overview of Correlation alignment (CORAL) domain adaptation (DA).

In CORAL DA, CORAL loss is embedded into a loss function, which is defined as follows:

LCORAL =
1

4d2 ‖ CS −CT ‖
2
F (1)
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where ‖ · ‖2F denotes the squared matrix Frobenius norm, d is a dimension of an example, and CS and CF

are covariance matrices of the source and target examples (extracted features), respectively. Covariance
matrices are calculated from examples in each iteration by the following formulations:

CS =
1

nS − 1

(
D>S DS −

1
nS

(
1>DS

)>(
1>DS

))
(2)

CT =
1

nT − 1

(
D>T DT −

1
nT

(
1>DT

)>(
1>DT

))
(3)

where nS and nT are numbers of examples of source and target domains, respectively, and DS and
DT are matrices obtained by stacking examples of the source and target domains, respectively. 1 is a
column vector whose elements are all one. Each covariance matrix represents a statistic of source or
target domain examples; therefore, common features are learned by minimizing the distance of CS and
CF in each training iteration by calculating CS from examples in a minibatch, which is the same as CF.
This CORAL loss embedded into a loss function is minimized during training, and the features of the
source and target domains are aligned.

The overall algorithm of adversarial DA is described in Figure 3a (the rectangle drawn in blue
dotted line).
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Adversarial DA comprises two adversarial steps. First, a domain discriminator is trained to
discriminate features extracted from the source and target domain examples. Conversely, a feature
extractor of the target domain is trained to extract features indistinguishable by the discriminator.
Training alternates between these adversarial steps and an equilibrium is determined where the features
of the source and target domains are aligned. The loss terms of the discriminator (LDIS) and the target
feature extractor (LEXT) are as follows:

LDIS = −Exs∼Xs [log D(Ms(xs))] −Ext∼Xt [log(1−D(Mt(xt)))] (4)

LEXT = −Ext∼Xt [log D(Mt(xt))] (5)
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where Xs and Xt are examples drawn from the source and target distributions, respectively; D
denotes the discriminator; and M represents the feature extractor. Figure 3b shows the discriminator
network that we used in this paper. We set the stride and the padding of convolutional filters to one.
The discriminator takes a feature map as an input, and we calculated a loss value by aggregating
the pixelwise sigmoid cross-entropy of an output of the discriminator. We initialized the source and
target feature extractors with a feature extractor of an SSD network pretrained with a vehicle detection
dataset. In our adversarial DA, the source and target feature extractors share weights, which means
they are the identical network in practice. After the training aligns the source and target feature spaces,
classifiers of the SSD network classify features extracted by the target domain feature extractor.

Since deep CORAL and ADDA were originally proposed for image classification networks, we
needed to adapt them to the architecture of SSD. In both CORAL and adversarial DA, we regarded the
local 3 × 3 patches of a feature map of the SSD network as an independent examples and applied DA
methods to those, because the patch is the unit that is fed into the subsequent classifier. In CORAL
DA, a patch is serialized into a vector and the CORAL loss was applied to the vector whereas in deep
CORAL, the CORAL loss was applied to the output of the last fully connected layer. In adversarial DA,
the discriminator just takes a feature map as an input. We applied DA methods only to the 38 × 38
pixel feature map because it was the only feature map that worked in vehicle detection, as mentioned
in Section 3.1. In this configuration, the total number of examples in one iteration is 38 × 38 × B, where
B is the batchsize. We first pretrained an SSD vehicle detector on a vehicle detection dataset and then
trained it by the DA methods, which achieved better performance.

In CORAL DA, we continued vehicle detection training simultaneously with DA training as deep
CORAL. The final loss function of CORAL DA is as follows:

LCORALDA = LSSD + αLCORAL (6)

where α is a weight coefficient that trades off the adaptation with detection accuracy on the source
domain [31].

Although a pretrained model is fine-tuned with only the DA objective in ADDA, we found that
the model lost the vehicle detection capability by fine-tuning with only DA objective. Therefore, in
adversarial DA, we continued vehicle detection training during the training of the feature extractor in
the adversarial steps. The final loss functions of adversarial DA are as follows:

LADVDA1 = LDIS (7)

LADVDA2 = LSSD + LEXT (8)

where these two objectives are alternated.

3.3. Reconstruction Loss

Although DA methods can align source and target domain features, there is no explicit objective
to learn semantic features in the target domain. Thus, the feature extractor may not learn the semantic
features of the target domain sufficiently, and this may lead to performance degradation. To address
this drawback, we utilized reconstruction loss. We utilized a reconstructer network to reconstruct an
original input image from the feature extracted by the feature extractor. (Figure 3a). The reconstructor
and the feature extractor are trained to minimize the mean absolute error between the original input
image and the reconstructed image. The reconstruction loss is formulated as follows:

LREC = Ext∼Xt

[ 1
w·h·c

‖ R(Mt(xt)) − xt ‖1

]
(9)

where ‖ · ‖1 denotes the L1 norm, R represents a reconstructor network, w and h are the width and
height of an input image respectively (300 pixels), and c is the channel dimension (3). LREC is added
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to the training objective of the DA methods. Specifically, in the adversarial DA, LREC is added to
Equation (8):

LADVDA2 = LSSD + LEXT + γLREC (10)

where γ is a weight coefficient.
As an architecture of the reconstructor network, we adopted the reversed architecture of the feature

extractor (VGG-16). For upsampling, we selected the deconvolution layer in place of the unpooling
layer for better representation capability. We note that our target of image reconstruction is original
source images before applying the data augmentation described in Section 3.1. This is reasonable,
because SSD architecture was designed to learn features invariant to such data augmentation for
detection robustness. This procedure yielded much faster convergence.

4. Experiments and Results

First, we trained a reference vehicle detector for performance evaluation using the target domain
training dataset with annotations in Section 4.3. Next, we trained a detector on an open dataset with
vehicle annotations (source domain) and conducted vehicle detection test on the target domain test
dataset to demonstrate the performance degradation caused by the domain difference (Section 4.4).
Then, we applied DA methods to improve the accuracy and prove their capabilities (Sections 4.5 and 4.6).
As DA methods, we evaluated CORAL DA, adversarial DA, adversarial DA with reconstruction,
and a reconstruction only method [45]. Although there were options of combining CORAL DA and
Adversarial DA, and CORAL DA with reconstruction, there was no further performance improvement
in the preliminary experiments.

Additionally, we tried to further improve the accuracy through utilizing the target domain labeled
dataset with the DA methods in Section 4.7.

4.1. Dataset

Although our target of vehicle detection is satellite images, there is no large-scale vehicle detection
dataset with annotations of satellite images. Therefore, we utilized the existing vehicle detection
dataset by resampling them and simulating experiments on satellite images. We adopted the COWC
dataset [21] as a source domain dataset for training a vehicle detector. The COWC dataset is a
guaranteed vehicle detection dataset of aerial photos processed by orthorectification and quality vehicle
annotations that has been used in many researches. The COWC dataset consists of grayscale and RGB
aerial photos processed by orthorectification from six regions containing 32,716 annotated vehicles,
excluding large ones such as trucks. The image resolution is 0.15 m/pixel. We only used RGB images
from four regions: Toronto, Canada; Selwyn, New Zealand; Potsdam, Germany; and Utah, United
States. Figure 4 shows image examples.
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Since our target of vehicle detection is satellite images, ground resolution of 0.15 m/pixel is too
high. According to the resolution of Worldview3 (0.31 m/pixel), which is one of the highest-resolution
commercial satellites, we first downsampled the images to 0.3 m/pixel. Then, we separated the images
into a 300 × 300 grid that is the input size of our SSD detection network, selecting every fourth tile as
test data and the others as training data. We omitted tiles without vehicles, and duplicated every tile
by rotating them by 90, 180, and 270 degrees. These processes yielded the following datasets:

1. Dataset S_train (Source domain training dataset with annotations)

6264 images of 300 × 300 pixels

2. Dataset S_test (Source domain test dataset with annotations)

2088 images of 300 × 300 pixels

For the target domain, we used aerial images in Japan. The images are processed by
orthorectifications that are the same as the COWC dataset and cover most of the area in the urban
Koutou and Sumida wards in Tokyo. The red rectangle in Figure 5a outlines the area where the
images were obtained. The resolution is 0.16 m/pixel, and there was no vehicle annotations for the
original images.
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Figure 5. Study area in Japan. (a) Map of Tokyo. The red rectangle outlines the study area for
which aerial images were obtained. We extracted non-labeled training images for DA from the area
outlined by the blue rectangles and labeled training and test images from the area outlined by the red
rectangle (excluding the blue rectangles) where the latter images were manually annotated. (b) An
example image.

We once again downsampled the images to 0.3 m/pixel. We separated the areas outlined by the
blue rectangles in Figure 5a into a 300 × 300 pixel grid and obtained target domain training images.
Then, we randomly extracted 76 images of 1000 × 1000 pixels from the red rectangular area (excluding
the blue outlined area). The extracted images had no overlap with each other and the authors carefully
annotated these images in the same manner as the COWC dataset. The following datasets were thereby
obtained:

3. Dataset T_train (Target domain training dataset without annotation)

1408 images of 300 × 300 pixels

4. Dataset T_val (Target domain validation dataset with annotations)

4 images of 1000 × 1000 pixels
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5. Dataset T_test (Target domain test dataset with annotations)

20 images of 1000 × 1000 pixels

6. Dataset T_labels (Target domain training dataset with annotations)

52 images of 1000 × 1000 pixels

In practice, the image size of satellite images for a vehicle detection test would be relatively large.
We set the image size of Dataset T_val, T_test to 1000 pixels, which was determined arbitrarily. (We set
the image size of Dataset T_labels to the same 1000 pixels as Dataset T_val and T_test for convenience
of annotating process.) Dataset T_labels is processed into images of 300 × 300 pixels when used
for training.

All training datasets we used are summarized in Table 1 as a reference.

Table 1. Description of all datasets we used in this paper.

Dataset
Name Description Image Size Num. of

Images
Num. of
Vehicles Purpose Can Be

Seen in:

Dataset
S_train

Source domain training
dataset with annotations

300 × 300
pixels 6264 93,344 Train all models without

TONLY models
Sections 4.3–4.5
and 4.7

Dataset
S_test

Source domain test dataset
with annotations

300 × 300
pixels 2088 31,936 Evaluate performance on

source domain Section 4.4

Dataset
T_train

Target domain training
dataset without annotation

300 × 300
pixels 1408 - Train DA models Section 4.5

Dataset
T_val

Target domain validation
dataset with annotations

1000 × 1000
pixels 4 834

Check validation accuracy
during training to save best
snapshot

Sections 4.5
and 5.3

Dataset
T_test

Target domain test dataset
with annotations

1000 × 1000
pixels 20 2722 Evaluate performance on

target domain
Sections 4.3,
4.4, 4.6 and 4.7

Dataset
T_labels

Target domain training
dataset with annotations

1000 × 1000
pixels 52 5756 Train DA models with

labeled dataset
Sections 4.3,
4.7 and 5.4

4.2. Detection Criteria and Accuracy Assessment

While the original SSD detection threshold is an IoU of 0.5, we relaxed it to 0.4 because vehicles in
satellite images are very small objects.

When we tested images larger than the SSD input size (300 × 300 pixels), we separated the input
images into 300 × 300 pixel tiles, allowing them to overlap with each other by 50 pixels (Figure 6) and
conducted vehicle detection in every tile. Then, we aggregated the detection result of every tile and
eliminated redundant detections by non-maximum-suppression (NMS) with an IoU threshold of 0.45,
which is the same as the original SSD.
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300 × 300 pixel tiles with an overlap of 50 pixels, and the detection results of each tile are merged.

To evaluate the vehicle detection performance, we used the following criteria:

1. PR (precision rate) = correctly detected vehicles
detected vehicles
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2. RR (recall rate) = correctly detected vehicles
groundtruth vehlcles

3. FAR (false alarm rate) = false detections
groundtruth vehicles

4. F1 (F1 measure) = 2×PR×RR
PR+RR

5. AP (average precision)

Average precision (AP) was calculated by checking all detections in descending order of detection
confidence and averaging the PR scores when a correct detection appears.

4.3. Reference Accuracy on the Target Domain

First, we trained a reference detector for performance evaluation. For implementation, we
customized the SSD implementation of ChainerCV [46] according to the procedure described in
Section 3.1. The batchsize was 32, which was the same as in the original paper [9]. We trained the
reference detector using Dataset T_labels. Specifically, we started using four images of the target
domain training data with annotations and gradually increased the number of images in increments of
four. We obtained target domain training patches by separating those 1000 × 1000 pixel images into a
300 × 300 pixel grid and duplicating them by rotating them by 90, 180, and 270 degrees as described
in Section 4.1. (Note that the number of training image patches does not increase exactly linearly,
because we excluded patches that did not contain a vehicle.) The final number of training patches
reached 1564, which was close to the average number of source domain training images per region.
We trained two detectors: with Dataset S_train and without Dataset S_train. Training iterations were
up to 50,000 with a source domain and up to 20,000 without a source domain (until the loss values
converged sufficiently). Figure 7 shows the performance curve on the Dataset T_test. The accuracy
seems to have reached near the upper limit when all the target domain training data with annotations
were used, and the model trained on both of Dataset S_train and T_labels was slightly better. We use
the highest accuracy (78.2% of mean of AP and F1) as a reference score in performance evaluation.
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4.4. Detection Performance without DA

Next, we trained a detector only on the Dataset S_train. The number of training iterations was
40,000, and we changed the schedule of learning rate decay to 28,000 and 35,000 iterations. Figure 8
shows the training curve. Training duration was approximately 18 h on Nvidia Tesla T4. Although
there are peaks around 20,000 iterations, it seems to have been caused by random effect because
any peak could not be seen in another run. Since the overall trend was stable and training finished
successfully, we used the obtained model in the subsequent experiments.
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We conducted vehicle detection tests with this trained model on Dataset S_test and Dataset
T_test. On Dataset S_test, AP and F1 reached 80.6% and 87.5%, respectively. This is relatively high
compared to the reference score in the target domain. This would be because the image features of the
target domain (dense area in Tokyo) are complex; thus, the detection in the target domain was more
difficult than the source domain. AP and F1 on Dataset T_test were 61.7% and 72.8%. The performance
degraded by over 10% from the reference score. Therefore, we applied DA methods to improve on this
performance degradation.

For comparison to the state-of-the-art object detection technique, we trained the M2Det [12]
detector with Dataset S_train. M2Det employs a multi-level feature pyramid that is advantageous to
capture semantic features for detecting small objects and is expected to be robust to domain difference.
We selected the VGG-16 backbone, which was the same as our SSD detector for fair comparison. Since
the input size of M2Det is 320 pixels, we constructed a training and test dataset in the same manner
of constructing the Dataset S_train and S_test where only the image size is changed to 320 pixels.
Although M2Det adopt Soft-NMS [47] for high AP, we found that Soft-NMS severely hurt F1 because it
never discards any detection of low confidence. Since simply thresholding detections of low confidence
did not improve the performance well, we used normal NMS instead of Soft-NMS for fair comparison.
The other settings are the same as the original one. Note that the original default box size of M2Det
is already suitable to the size of vehicles in our datasets. We utilized the original implementation in
pytorch by the authors. Training duration was approximately 14 hours on Nvidia Tesla T4. AP and F1
on Dataset S_test reached 85.4% and 88.6%, respectively. AP and F1 on Dataset T_test were 69.7% and
77.8%. Although the performance much improved in both domains compared to SSD, the margin of
improvement in the target domain is much larger than that of the source domain. M2Det showed the
expected robustness to domain difference.

4.5. DA Training

We trained the pretrained vehicle detector by DA methods using Dataset S_train and T_train;
the batchsize of the continued SSD training remained 32. In CORAL DA, the batchsize was 64, with
32 source domain examples and 32 target domain examples. However, due to the limitation of the
capacity of our GPU memory, we calculated CORAL loss from each four examples of source and
target domains, which were repeated eight times over a whole batch, and averaged them (4 × 8 =

32 examples in a minibatch of each domain). In the preliminary experiments, αLCORAL tended to a
tiny value compared to LSSD. Although we tested large coefficient α (e.g., 10) to balance the orders of
magnitude of LSSD and LCORAL, it did not yield any performance improvement. Thus, we adopt 1 as
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α. We used an Adam optimizer with parameters α, β1, and β2 set at 0.001, 0.9, and 0.999, respectively.
The number of training iterations was 25,000.

In adversarial DA, the batchsize was 64, with 32 source domain examples and 32 target domain
examples. In the discriminator training, we introduced a buffer [48] that stored the previously extracted
feature maps. In one iteration, 32 examples of each domain in a minibatch consisted of 16 examples
randomly drawn from the buffer and 16 newly extracted examples that randomly replaced the examples
in the buffer. This stabilized the training slightly. The buffer size for each domain was 128. We used an
Adam optimizer with parameters α, β1, and β2 set at 0.0002, 0.0, and 0.9, respectively. The number of
training iterations was 15,000.

In adversarial DA with reconstruction, the number of training iterations was 10,000 because
the reconstruction objective promoted fast convergence. As for coefficient γ, we set 0.01 because
reconstruction loss (mean absolute error) without γ was high (approximately 30) compared to the
other loss values and seemed to be a too strong constraint. This was because the reconstructed images
remained vague, and images were represented by a 16bit integer in our implementation. The other
settings of training were the same as the adversarial DA.

Additionally, we evaluated the reconstruction only method for comparison proposed by [45]
as a domain adaptation method. We used the same γ as the adversarial DA with reconstruction.
The number of training iterations was 10,000.

We evaluated the detection performance of the models on the Dataset T_val every 10 iterations
during training to judge the training progress and saved the best snapshots. This was done because
it is difficult to judge the training progress only by checking loss values in adversarial training. We
used a mean of the AP and F1 scores as the performance indicator of this validation according to the
procedure described in Section 4.2.

The training duration of each method was approximately 29 h, 10 h, and 10 h in CORAL DA,
adversarial DA, and adversarial DA with reconstruction on two Nvidia Geforce RTX2070 sets. Figure 9
shows the training and validation curves. CORAL loss (αLCORAL) became very small in Figure 9a.
The discriminator loss (LDIS) and extractor loss (LEXT) were steady in Figure 9b. Figure 9c shows
γLREC in adversarial DA with reconstruction, which remained relatively high after convergence.
The reconstruction loss of the reconstruction only method converged smaller than adversarial DA
with reconstruction. We omitted the figure of adversarial DA loss values of adversarial DA with
reconstruction because it was almost the same as that shown in Figure 9b. In Figure 9d, whereas
adversarial DA converged early, CORAL DA took more iterations. Adversarial DA with reconstruction
converged further faster than adversarial DA. While the mean values of AP and F1 converged into
almost the same value in both CORAL and adversarial DA, adversarial DA with reconstruction
remained slightly better. The best scores of mean of AP and F1 for each were 78.4% at iteration 19,590
in CORAL DA, 78.3% at iteration 12,220 in adversarial DA, 78.8% at iteration 9020 in adversarial DA
with reconstruction, and 76.5% at iteration 780 in reconstruction only. We saved these snapshots of the
SSD model for use in the vehicle detection tests.
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Figure 9. Training and validation curves of each DA method: (a) CORAL DA loss, (b) adversarial
DA loss, (c) reconstruction loss in Adversarial DA with reconstruction, (d) reconstruction loss in
the reconstruction-only method, (e) validation accuracy (1000 iterations moving average of mean of
average precision (AP) and F1 measure (F1)) of each DA method. Best viewed in color. The black,
purple, yellow, red, green, gray, orange, blue, and pink lines represent CORAL loss, SSD loss, extractor
loss, discriminator loss, reconstruction loss, scores of mean of AP and F1 in adversarial DA with
reconstruction, adversarial DA, CORAL DA, and reconstruction only, respectively.

4.6. Detection Performance with DA

Using the above snapshots, we conducted vehicle detection tests on Dataset T_test described
in Section 4.1. Table 2 show all of the quantitative scores. All DA methods improved the accuracies.
The improvement of RR was relatively larger than that of the others, and it seems to have been the
main contributor to the overall performance improvement.

Table 2. Detection performance of each method. PR: precision rate, RR: recall rate, FR: false alarm rate.

Method PR RR FAR AP F1 Mean of AP and F1

Reference 83.9% 78.5% 15.1% 75.3% 81.1% 78.2%
Without DA 82.6% 65.1% 13.7% 61.7% 72.8% 67.2%

M2Det w/o DA 82.4% 73.7% 15.7% 69.7% 77.8% 73.7%
Reconstruction 81.8% 75.5% 16.8% 72.7% 78.5% 75.6%

CORAL 86.3% 77.1% 12.2% 73.3% 81.5% 77.4%
Adversarial 85.4% 76.5% 13.0% 74.0% 80.7% 77.4%
Adv + Rec 88.0% 77.9% 10.7% 75.2% 82.6% 78.9%

To investigate the effectiveness by reconstruction objective and sensitivity of parameter γ, we
repeated experiments of γ = 0, 0.001, 0.01, 0.1 10 times. All of the statistics are shown in Table 3 and
the averages with standard errors are shown in Figure 10.
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Table 3. All statistics of repeated experiments 10 times.

Method Statistic PR RR FAR AP F1 Mean of AP
and F1

γ = 0 (w/o rec)
AVR 85.09% 76.52% 13.50% 73.36% 80.55% 76.96%
STDDEV 2.09% 1.18% 2.42% 0.84% 0.51% 0.45%
STDERR 0.70% 0.39% 0.81% 0.28% 0.17% 0.15%

γ = 0.001
AVR 85.27% 76.87% 13.34% 73.82% 80.83% 77.32%
STDDEV 1.79% 1.08% 2.04% 0.91% 0.49% 0.51%
STDERR 0.60% 0.36% 0.68% 0.30% 0.16% 0.17%

γ = 0.01
AVR 84.37% 77.75% 14.52% 74.78% 80.89% 77.83%
STDDEV 2.64% 0.93% 3.01% 0.68% 0.98% 0.60%
STDERR 0.88% 0.31% 1.00% 0.23% 0.33% 0.20%

γ = 0.1
AVR 84.57% 77.26% 14.17% 74.02% 80.72% 77.37%
STDDEV 2.10% 1.17% 2.42% 0.97% 0.78% 0.72%
STDERR 0.70% 0.39% 0.81% 0.32% 0.26% 0.24%
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4.7. Utilizing Labeled Dataset with DA Method

We pursued further performance improvement by combining Dataset T_labels with DA methods.
We pretrained the SSD model using all of the available labeled dataset (Dataset S_train and T_labels)
and fine-tuned it by adversarial DA and adversarial DA with reconstruction. The number of fine-tuning
iterations was 10,000. The best validation accuracy (mean of AP and F1) was 80.1% at 9740 iterations in
adversarial DA and 81.3% at 8020 iterations in adversarial DA with reconstruction. The performance
on Dataset T_test is shown in Table 4. Both methods surpassed the reference score explicitly and
adversarial DA with reconstruction was slightly better.

Table 4. Detection performance of each method with Dataset T_labels.

Method PR RR FAR AP F1 Mean of AP and F1

Adv + target label 87.3% 79.8% 13.0% 77.4% 83.4% 80.4%
Adv + Rec + target label 86.7% 80.4% 12.3% 78.1% 83.4% 80.7%
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5. Discussion

5.1. Performance Improvement by DA

While CORAL DA and adversarial DA significantly improved the accuracy, they were slightly
lower than the reference score. In our experiments, CORAL DA and adversarial DA achieved almost the
same accuracy, while original ADDA reported better performance than deep CORAL in classification
tasks. We assume that this was because the feature differences in the source and target domains in
our case were not as significant as other potential DA problems, such as a case of transferring an
object detector of RGB images to depth images, and the simple mathematical approach of CORAL
DA was enough to generate a high level of accuracy. Meanwhile, the fast convergence adversarial
DA is an advantage. Adversarial DA took about 7.5 h for 12,220 iterations, whereas CORAL DA took
about 28 h for 19,590 iterations in our implementation. Additionally, adversarial DA still has room
for improvement. First, we can enhance the discriminator architecture by adding layers for better
representation ability. Second, we can explore other loss functions for adversarial loss. While we
adopted conventional sigmoid cross-entropy to calculate adversarial loss, many other loss functions
are being studied. One promising candidate is SWD, which is a metric of distance of probability
distribution. While it is reported that SWD works well as a metric of distance of image features [39], it
seems to be more straightforward to use it to calculate the distance of probability distribution, such as
our case of adversarial loss calculation. This will be our future work.

Adversarial DA with reconstruction further improved accuracy that was slightly better than the
reference score. Reconstruction loss was not the sole contributor to this performance because the
performance of the reconstruction only method was not good (Table 2). Combining reconstruction loss
with adversarial DA seems to have effectively worked and facilitated leaning semantic features in the
target domain. Further, the reconstruction loss reduced the required iteration number compared to
adversarial DA, while calculating the reconstruction objective took additional computational cost in
one iteration. Adversarial DA with reconstruction took about 9 h for 9020 iterations, which include a
reasonable additional cost (1.5 h) compared to adversarial DA.

Although M2Det surpassed normal SSD by a large margin, especially in the target domain, the
result with DA was higher than M2Det. Despite the effectiveness of the ability of a multi-level feature
pyramid to efficiently capture semantic features, it seems that a sole multi-level feature pyramid cannot
solve the problem of domain difference perfectly and the DA method is still necessary to achieve
desirable performance.

Figure 11 shows detection example images. According to the quantitative measures in Table 2, the
main contributor of performance improvement by DA is RR improvement. As evidence, while there
were many undetected vehicles (green bounding boxes) in Figure 11a, they were significantly reduced
and changed to correct detections (red bounding boxes) in Figure 11b.
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Figure 11. Examples of detection results: (a) before applying DA and (b) after applying Adv with rec.
The red, blue, and green bounding boxes represent true positives (correct detections), false positives
(misdetections), and false negatives (undetected groundtruth vehicles), respectively.

5.2. Learning Semantic Features by Reconstruction

Figure 12 shows the reconstructed image samples from source and target images by adversarial
DA with reconstruction. Even after the training proceeded, the reconstructed images remained vague.
This would be because the SSD detection network effectively learned “sparse” features that are only
useful for vehicle detection. Compared to the background, vehicles appeared relatively clearly in the
reconstructed images. The reconstruction objective worked successfully to learn semantic features, not
interfering with the detection task. While the sensitivity of parameter γwas not extreme according
to Table 3, the best accuracy was obtained at γ = 0.01. We could say that the orders of magnitude of
reconstruction loss value should be close to the other loss functions.
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Figure 12. Reconstructed image samples. (a) An original source domain image, (b) a reconstructed
source domain image, (c) an original target domain image, (d) a reconstructed target domain image.

Additionally, the image features reconstructed from the source domain resemble the one from the
target domain. This is the same phenomenon reported in [45].

According to Figure 10, the improvement margin by reconstruction objective was sufficiently larger
than the standard errors. We can say that the reconstruction objective explicitly improved performance.
However, the improvement margin was small. This would be because image reconstruction is too
simple and redundant as a representation learning method. As discussed above, the SSD learned
sparse features useful in object detection. Meanwhile, the reconstruction objective is simple and tries to
reconstruct unusable background features. Therefore, the reconstruction objective is not very effective
for object detection. Another more effective representation learning method should be explored.

Recently, a new research field called self-supervised learning (SSL) is vigorously studied. In SSL,
a pretext task where labels are automatically generated without manual annotation effort is defined
and solved to learn semantic features for some task, e.g., image classification or object detection. An
example is image inpainting [49]. To reconstruct the missing region of an image, a network needs to be
aware of the semantic structure of the image. The network learns semantic features by solving this
inpainting task. Another example is predicting the rotation angle of images [50]. An image is rotated
by random angles, and a network is trained to predict the angles to learn semantic features. However,
those methods are not necessarily effective on satellite images. For example, predicting the rotation
angles of overhead imagery seems unreasonable, because the overhead imagery look similar regardless
of rotation angles. Although an application of SSL to remote sensing imagery is being studied [51], SSL
techniques specific to remote sensing data are still a frontier and should be extensively explored. This
will be our future work.

5.3. Reconstruction Objective as Stabilizer

One drawback of the DA method is its instability. Since the DA objective is only to learn target
domain features that look similar to source domain features, learnt features can deviate and cause
instability. Figure 13a shows the raw validation curve of the method without reconstruction in
Section 4.7. Although overall training proceeded successfully, the outlined values appeared frequently
in Figure 13a. This is one of the reasons that we adopted the strategy of saving a snapshot that scored
the best validation accuracy on Dataset T_val. This instability can be mitigated by a reconstruction
objective, as Figure 13b shows, because the reconstruction objective is a conditional, stable objective.
A similar effect is reported in [52]. Additionally, we can judge the end of training by checking the
trend of reconstruction loss. As Figure 14 shows, reconstruction loss converged at around 10,000



Remote Sens. 2020, 12, 575 20 of 24

iterations, which was the same as the validation curve in Figure 13b. This would free us from preparing
a validation dataset and taking snapshots during training.
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5.4. Effectiveness of Combining Labled Training Data with DA Method

As discussed in Section 4.3, the reference accuracy in the target domain obtained with Dataset
T_labels was much lower than the performance in the source domain, because of the image complexity.
Even in such a case, it would be possible to achieve higher accuracy by utilizing the DA method, as
shown in Section 4.7. The DA method is effective not only in a case where a labeled training dataset is
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not accessible, but in a case where sufficient labeled dataset cannot achieve desirable high accuracy
due to difficulty of target area, such as image feature complexity.

6. Conclusions

We proposed an unsupervised domain adaptation (DA) method to address the performance
degradation caused by the image feature differences between the data domains. We tailored the
CORAL DA and adversarial DA to our vehicle detector and demonstrated that they significantly
improved the detection performance. Further, we introduced reconstruction loss to adversarial DA to
facilitate learning semantic features. The reconstruction objective further improved the accuracy and
achieved almost the same level of accuracy without any labeled training data than non-DA methods
with a sufficient amount of labeled training data of the target domain. The reconstruction objective also
stabilized DA training and showed its possibility of simplifying the training procedure. Additionally,
we demonstrated that combining the DA method and labeled training dataset can further improve
performance. The DA method is effective even in a case where a sufficiently labeled dataset cannot
achieve desirable high accuracy due to the difficulty of the target area, such as image feature complexity.

While CORAL DA and adversarial DA achieved almost the same accuracy, adversarial DA has
room for improvement. The discriminator architecture could be enhanced by adding layers for better
representation ability, and other promising loss functions, e.g., SWD, can be adopted for adversarial
loss calculation. Although our reconstruction objective improved the accuracy, the improvement
margin was small. This was because reconstruction is too simple as a representation learning method
and redundant for object detection tasks. In the context of self-supervised learning, we need to explore
a more effective representation learning method suitable to remote-sensing problems. This will be our
future work.
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